# Problem A <br> Hello World! <br> Problem ID: helloworld <br> Time Limit: 1 second 

```
> Hello World!
```

Well that's a bit tedious. I'm hoping you at least know how to write a program that does this. Still, let's do something almost as simple as this to get used to the contest environment.

Lets give you some options. Your program will read a number between 1 and 3 . Depending on what your program reads, it should print one of the following:

1. Hello World!
2. Destroy All Humans!
3. All You Need Is Love!

The output is case sensitive and even whitespace sensitive! The output for all problems in this contest will be this sensitive, so make sure you read and adhere to the output specifications exactly.

Thou shalt not:

- Misspell the output.
- Ignore the uppercase/lowercase requirements or punctuation.
- Add extra spaces or forget some required spaces.
- Do anything other than what the output specification says!
- Forget to end a line with a newline $\backslash \mathrm{n}$ character!
- Have a prompt to enter the input. This prompt is considered output and will cause your solution to be rejected!

If you are getting wrong answer, you may just have a buggy algorithm that produces the incorrect answer. But if you are sure your algorithm is correct, maybe it is a formatting issue.

## Input

The input consists of a single integer $n$ that is guaranteed to be either 1,2 , or 3 (no need to do any error checking, we will only give you valid input for every problem).

## Output

Output consists of a single line (ending with a newline) with the appropriate text according to the three options listed above.

| Sample Input | Sample Output |  |
| :--- | :--- | :---: |
| 1 | Hello World! |  |
|  |  |  |
| Sample Input | Sample Output |  |
| 3 | All You Need Is Love! |  |

# Problem B <br> Detecting Overflow <br> <br> Problem ID: overflow <br> <br> Problem ID: overflow <br> <br> Time Limit: 1 second 

 <br> <br> Time Limit: 1 second}

Computer hardware represents integers as a fixed length "word". For example, a "signed 32-bit integer" is an integer between $-2^{31}$ and $2^{31}-1$. When using such integers, arithmetic operations may go outside the range of representation.

For example, consider $a=2000000000$ and $b=1000000000$. We have $a, b \leq 2^{31}-1$ but $a+b>2^{31}-1$. If $a$ and $b$ are represented as signed 32-bit integers, the result of the calculation $a+b$ cannot be represented and, actually, the result is probably stored as a negative number! This effect is called overflow.

## Input

Input consists of just two integers $a, b$ on a single line separated by a single space. You are guaranteed $0 \leq a, b \leq 2^{31}-1$.

## Output

Output a single line. If $a+b>2^{31}-1$, then simply output the text overflow. Otherwise, output the value of $a+b$.

| Sample Input | Sample Output |  |
| :--- | :--- | :---: |
| 123456 | 579 |  |
|  |  |  |
| Sample Input | Sample Output |  |
| 0101 | 101 |  |


| Sample Input | Sample Output |
| :--- | :--- |
| 20000000001000000000 | overflow |


| Sample Input | Sample Output |
| :--- | :--- |
| $1073741824 \quad 1073741823$ | 2147483647 |


| Sample Input | Sample Output |
| :--- | :--- |
| $1073741824 \quad 1073741824$ | overflow |
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# Problem C Call Centres <br> <br> Problem ID: callcentre <br> <br> Problem ID: callcentre Time Limit: 3 seconds 

You just became the manager of a call centre. There are many variables to take into account to run an efficient call centre. To make these decisions, you need good data.

Your call centre is huge. Typically, many new calls are made every second. Your system logs each incoming call.

To get started with "data analytics", you want to answer simple questions like "between time $s$ and time $t$, how many new calls were made to our call centre?"

## Input

The first line of input consists of two integers $n$ and $q$. Here, $1 \leq n \leq 86,400$ is the number of seconds your call centre is open for each day and $1 \leq q \leq 50,000$ is the number of queries you want to make.

The next line contains $n$ integers, each between 0 and 100 . Consecutive integers will be separated by a single space. The $i$ 'th integer on this line indicates how many new calls were received by your call centre yesterday in the $i$ 'th second of operation.

Finally, $q$ lines follow. Each consists of two integers $1 \leq s \leq t \leq n$ separated by a single space.

## Output

Output consists of $q$ lines, one for each query. For each query with integers $s, t$, you should output the total number of calls your call centre received yesterday between the $s^{\prime}$ th and $t^{\prime}$ th second of operation (including the calls received exactly at second $s$ and at second $t$ ).
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# Problem D <br> Stacking Containers 

## Problem ID: stacking <br> Time Limit: 10 seconds

A cargo ship typically organizes its cargo into stacks of shipping containers. You operate a crane that lifts shipping containers. These days, the process is mostly automated so all you have to do is give the location of the container you want to pick up and the location where you want it dropped off.

Today is bring your kid to work day! You bring your kid into the "crane control centre" and then step out to grab a cup of coffee. While you were gone, your kid took the liberty of entering some instructions!

You will be given an $r \times c$ grid of numbers indicating the initial placement of the containers (the deck of the ship is divided into $r \times c$ grid cells for placing the containers). The numbers in this grid indicate the number of containers stacked at the corresponding location.

You are then given a sequence of instructions of the form $r_{1} c_{1} r_{2} c_{2}$ meaning an instruction was entered to move a container at the top of the stack at location $\left(r_{1}, c_{1}\right)$ to the top of the stack at location $\left(r_{2}, c_{2}\right)$. If there was no container at ( $r_{1}, c_{1}$ ), this instruction does nothing.

Output the final arrangement of containers!

## Input

Input begins with a line containing three integers $r, c, d$. Here, $1 \leq r, c \leq 100$ is the number of rows and columns in the grid and $0 \leq d \leq 1000$ is the number of instructions that were entered.

The next $r$ lines contain $c$ integers, each between 0 and 10. The $i$ 'th integer on the $j$ 'th row indicates the number of containers initially stacked at location $(j, i)$ (all coordinates are given where the first value indicates the row and the second indicates the column).

Finally, $d$ lines follow where each contains four integers $r_{1}, c_{1}, r_{2}, c_{2}$ meaning a container at location $\left(r_{1}, c_{1}\right)$ was moved to location $\left(r_{2}, c_{2}\right)$. Again, if there was no container at $\left(r_{1}, c_{1}\right)$ when the instruction was entered then this does nothing.

You are guaranteed these are valid coordinates, i.e. $1 \leq r_{1}, r_{2} \leq r$ and $1 \leq c_{1}, c_{2} \leq c$. The computer receiving the instructions already did the error checking for you and only recorded the valid instructions entered by your child.

## Output

Output consists of $r$ lines containing $c$ integers each describing the final configuration of shipping containers. Consecutive integers on the same line should be separated by a single space and there should be no trailing space after the last integer on each line.

Tip: from the terminal in either Linux or Mac, you can check if there are trailing spaces by piping output to cat -vet.

For example, with a compiled $\mathrm{c}++$ program named stacking the following command will feed the program input from inputfile.dat and pipe the output to the cat utility, which will display the output
with a $\$$. This will let you see if there is a trailing space or not.

```
./stacking < inputfile.dat | cat -vet
```

| Sample Input | Sample Output |  |  |  |
| :--- | :--- | :--- | :--- | :--- |
| 2 | 5 | 1 |  | $\begin{array}{lllll}0 & 0 & 0 & 0 & 0 \\ 1 & 0 & 0 & 0 & 0 \\ 0 & 0 & 0 & 0 & 0\end{array}$ |
| 1 | 1 | 2 | 5 | 0 |$)$


| Sample Input | Sample Output |
| :---: | :---: |
| 447 | 3030 |
| 3021 | 4530 |
| 4530 | 0000 |
| 0000 | 53111 |
| 54101 |  |
| $\begin{array}{llll}1 & 1 & 1\end{array}$ |  |
| 1234 |  |
| $\begin{array}{lllll}3 & 3 & 1\end{array}$ |  |
| 1233 |  |
| 1413 |  |
| $\begin{array}{lllll}1 & 4 & 1\end{array}$ |  |
| 4243 |  |

# Problem E Dice Game <br> Problem ID: dicegame Time Limit: 10 seconds 

Consider the following game played with dice. You roll 5 standard 6-sided dice and calculate scores based on the values that are showing. The following categories describe how to assign a score to a roll.

- 5 of a kind: All values are the same: 100 points.
- 4 of a kind: Four of the values are identical: 80 points.
- run of 5: The values can be rearranged to form a consecutive sequence (i.e. $1,2,3,4,5$ or 2,3,4,5,6): 70 points.
- full house: One value appears three times and another appears two times (e.g. 2, 2, 5, 5, 5): 60 points.
- run of 4: Four of the values can be rearranged to form a consecutive sequence: 50 points.
- 3 of a kind: Three of the values are identical: 40 points.
- run of 3: Three of the values form a consecutive sequence: 30 points.
- two pairs: Two of the values are identical and two of the remaining values are also identical (e.g. 1, 1, 4, 4, 6): 25 points

It could be that multiple categories apply (e.g. a full house also has 3 of a kind). In that case you count the highest score that applies. If a rule applies more than once (e.g. 1,2,3,4,4 technically has two runs of 4), you only count its score once.

If none of these categories apply, your score is simply the sum of the values showing.

## Input

The first line of input contains a positive integer $d$. This indicates the number of rolls to process. There will be at most 100 rolls to process.
The remaining $d$ lines each give 5 integers. Each integer is between 1 and 6 and consecutive integers on the same line will be separated by a single space.

## Output

For each of the $d$ cases, output a single line containing a single value giving the score earned for the corresponding roll.

| Sample Input | Sample Output |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- |
| 5 |  |  |  | 50 |  |
| 5 | 3 | 4 | 2 | 5 | 60 |
| 6 | 1 | 6 | 1 | 1 | 13 |
| 1 | 2 | 1 | 4 | 5 | 100 |
| 4 | 4 | 4 | 4 | 4 | 30 |
| 1 | 2 | 3 | 2 | 1 |  |

# Problem F Line 'em Up <br> <br> Problem ID: lineup <br> <br> Problem ID: lineup <br> Time Limit: 5 seconds 

Geometry problems are wonderful! I think most programmers miss this, and many tend to shy away from them in their earlier years. I tell you, they are not as hard as you might think they are!

But, I confess, there is one issue that still annoys me: collinear points. We say three points $p, q, r$ are collinear if the line passing through $p, q$ also passes through $r$. For example, points $p, q, r$ are collinear in the figure below.


Many geometry algorithms get more complicated in the presence of collinear points. Usually not in a fundamental way - there are just more cases to check in the implementation.

When I create geometry problems, I like to promise the data does not have collinear triples of points. Write a program to help me check my data!

## Input

Input begins with a single integer $n$ where $0 \leq n \leq 100$. Following this are $n$ lines, each containing two integers $x, y$ separated by a single space describing a point.

You are guaranteed $|x|,|y| \leq 10,000$ and that no two points are identical.

## Output

Output a single line containing the message all clear if no three points in the input lie on a common line, otherwise output rejected.

| Sample Input | Sample Output |
| :---: | :---: |
| 3 | all clear |
| 01 |  |
| 10 |  |
| 00 |  |

Sample Input

| 3 | Sample Output |  |
| :--- | :--- | :--- |
| 0 | 0 | rejected |
| 1 | 1 |  |
| 2 | 2 |  |


| Sample Input | Sample Output |
| :--- | :--- |
| 4 | rejected |
| -1 | 2 |
| 0 | 0 |
| 1 | 1 |
| -3 | 3 |

# Problem G Link the Mountaineer <br> Problem ID: mountaineer <br> Time Limit: 3 seconds 

Wake up, sleepyhead! As usual, Link has been sleeping while the land of Hyrule has crumbled around him. It's time to go on another adventure to save the realm! This time, the evil Ganondorf has settled at the top of a very tall mountain. Link has found what seems to be the easiest route to the top. Various ledges are located at various heights along this route.

Link can climb steadily up the mountain for a while, but he must stop from time to time on a ledge to regain his stamina. In particular, for some values $r, s$, Link can climb steadily for up to $s$ seconds. If he stops to rest, he rests for exactly $r$ seconds (no matter how much time he spent climbing since his last rest), which completely refills his stamina.

Link is an excellent climber, so he can climb precisely one meter every second! Also, if he reaches a ledge at the very instant his stamina runs out (i.e. precisely $s$ seconds after the end of his last rest) then he is able to rest on that ledge. Once Link starts climbing the mountain, he needs to reach the top within $T$ seconds of the start of his climb or else Ganondorf will notice his ascent and create an avalanche!

Thankfully, Link can start the ascent whenever he pleases. He can spend time doing side activities like finding lost chickens, bombchu bowling, or being a human cannonball in order to raise his stamina.

For given values $r$ and $T$, what is the minimum integer $s$ such that Link can reach the top of the mountain within $T$ seconds?

## Input

Input begins with a line containing three integers $n, r$ and $T$ where $1 \leq n \leq 50,000,0 \leq r \leq 10^{6}$ and $T \leq 10^{9}$.

Here, $n$ is the number of ledges, $r$ is the time (in seconds) that Link requires to rest and refill his stamina, and $T$ is the number of seconds Link has to reach the top of the mountain once he starts climbing.

The second line gives $n$ values, which give the heights $h_{1}, h_{2}, \ldots, h_{n}$ of the ledges in meters. You are guaranteed

$$
0<h_{1}<h_{2}<\ldots<h_{n-1}<h_{n} \leq T .
$$

The last ledge at height $h_{n}$ is the top of the mountain.

## Output

Output the minimum value $s$ such that Link can reach the last ledge at height $h_{n}$ within $T$ seconds.

## Explanation of Sample Data

In the first case, Link can reach the top by climbing steadily for 100 seconds without resting. If Link could only climb for 99 seconds, he would need to rest at the ledge at height 50 for 1 second, so the total climbing time would be 101 seconds.

In the second case, Link can spend 50 seconds to reach the ledge at height 50 , rest for 1 second, and then climb for an additional 49 seconds from this ledge to reach the top. Of course, he cannot reach the top if he can climb for $<50$ seconds at a time because he could not even reach the first ledge.

In the last case, Link can reach the ledge at height 70 in 70 seconds, rest for 10 second, reach the ledge at height 120 in 50 more seconds, rest for 10 seconds again, and then reach the top in 70 more seconds for a total climbing time of 210 .

| Sample Input | Sample Output |
| :--- | :--- |
| 21100 | 100 |
| $50 \quad 100$ |  |


| Sample Input | Sample Output |
| :--- | :--- |
| 21100 | 50 |
| 5099 |  |


| Sample Input |  |
| :--- | :--- |
| 5 10 210 Sample Output  <br> 30 70 95 120 190 | 70 |

## Problem H

## Big Sums

## Problem ID: bigsums <br> Time Limit: 3 seconds

An early CMPUT 272 assignment might ask you to determine the "closed form" expression of

$$
a^{0}+a^{1}+\ldots+a^{n} .
$$

As you probably know, the answer is $\frac{a^{n+1}-1}{a-1}$ if $a \neq 1$. If $a=1$, the answer is, of course, $n+1$.
Well, this is a programming contest and we need actual numbers. Given integers $a \geq 1, n \geq 0$, output the answer. The answer can be quite big, so we just want you to output it modulo some given value $m$.

## Input

Input consists of a single line containing three integers $a, n, m$. Here, $1 \leq a<2^{64}, 0 \leq n<2^{64}$, and $1 \leq m<2^{32}$.

## Output

Output should consist of a single line consisting of a single integer $x$ where $x$ is the remainder of $a^{0}+a^{1}+$ $\ldots+a^{n}$ upon division by $m$.

| Sample Input | Sample Output |  |
| :--- | :--- | :---: |
| 25100 | 63 |  |
|  |  |  |
| Sample Input | Sample Output |  |
| 2563 | 0 |  |$\quad$| 33100 | Sample Output |
| :--- | :--- |
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# Problem I <br> Binary Patterns <br> <br> Problem ID: patternstring <br> <br> Problem ID: patternstring <br> Time Limit: 3 seconds 

In the binary string 0010110 , the number of times each "pattern" $00,01,10$, or 11 appears, respectively, is $1,2,2,1$.

You are to reverse engineer this process. Given the counts of these four patterns, determine if there is a binary string with these counts.

If there is, output the lexicographically least string (i.e. represenging the minimum binary number) having these counts. For example, 0101100 is also a binary string with the pattern counts $1,2,2,1$, but you should output 0010110 in this case because it is lexicographically smaller.

## Input

Input consists of a single line with four space-separated integers. These indicate the number of times the respective patterns $00,01,10,11$ appear in the binary string. Each number will be between 0 and 100 and at least one will be nonzero.

## Output

Output consists of a single line. If there is no such binary string, simply output impossible. Otherwise, output the lexicographically smallest binary string with the given pattern counts.

| Sample Input | Sample Output |
| :--- | :--- |
| 1221 | 0010110 |


| Sample Input | Sample Output |
| :--- | :--- |
| $0 \quad 2 \quad 0 \quad 1$ | impossible |


| Sample Input |  |  |  |  |  |  | Sample Output |
| :--- | :--- | :--- | :--- | :--- | :---: | :---: | :---: |
| 1 | 0 | 0 | 0 | 00 |  |  |  |
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## Problem J <br> The Hamlet of Parity <br> Problem ID: parityhamlet Time Limit: 10 seconds

The hamlet of Parity is a very small village that graph theorists find very attractive. All houses are connected using roads in a tree-like fashion: if any single road was closed for construction there would be some houses that could not reach some other houses.

Everyone living here has a parity preference: person $i$ wants the number of roads ending at their house to be $b_{i} \bmod 2$ where $b_{i} \in\{0,1\}$. You, the road planner, did not know these preferences when you built the roads.

You think of an ingenious way to fix this problem. You will place additional pavement to placate their parity propensities! To maintain the simplicity of the road network, you will only pave new roads that run parallel to existing roads.

For example, the left figure is the current layout of Parity. The solid vertices prefer to be the endpoint of an odd number of edges and the empty vertices prefer to be the endpoint of an even number of edges. The right figure depicts a way to pave extra copies of existing roads to satisfy these preferences.


Each road has a cost for paving additional copies. What is the cheapest way you can pave copies of the current roads to ensure all parity preferences are satisfied?

## Input

Input begins with a line containing a single integer $1 \leq n \leq 100$ indicating the number of people who live in the hamlet of Parity. The residents will be numbered 0 through $n-1$.

The second line contains $n$ space-separated integers. The $i$ 'th such integer $b_{i} \in\{0,1\}$ (for $0 \leq i \leq n-1$ ) indicates the parity preference for person $i$.

Finally $n-1$ lines follow, each containing three integers $u, v, c$. Here, $u, v$ are endpoints of a road segment and it costs $c$ dollars to pave a road parallel to this one (i.e. to pave an additional road connecting $u$ and $v$ directly). Here $1 \leq c<100,000$ and, of course, $0 \leq u<v \leq n-1$.

It is guaranteed that for any pair of points $u, v$, there is precisely one path from $u$ to $v$ using the given roads.

## Output

If there is no way to build copies of the roads so that every point $i$ has their parity preference satisfied simply output a single line with the message impossible.

If it is possible, then you are to output a series of lines. The first line contains two space-separated integers: the first is the cheapest possible cost and the second is the number of edges that will be duplicated (a moments thought reveals we will never want to install more than one additional copy of any road). Following this are $m$ lines where $m$ is the number of edges you indicated on the first line of output, each containing a single pair of numbers $u$ and $v$ with $u<v$ corresponding to an edge from the input. These $m$ edges describe the roads that should be duplicated in the minimum-cost solution.

The roads must be output in lexicographical order of the pair $(u, v)$. See the examples below for further clarification. If there is more than one minimum-cost solution, output any.

| Sample Input | Sample Output |
| :---: | :---: |
| 8 | 264 |
| $\begin{array}{llllllll}1 & 1 & 0 & 0 & 1 & 1 & 0 & 0\end{array}$ | 01 |
| 017 | 13 |
| 025 | 56 |
| 136 | 57 |
| 145 |  |
| 255 |  |
| 563 |  |
| 5710 |  |


| Sample Input | Sample Output |
| :---: | :---: |
| 3 | impossible |
| 001 |  |
| 0112 |  |
| 1214 |  |


| Sample Input | Sample Output |  |
| :--- | :--- | :--- |
| 2 |  | 00 |
| 1 | 1 | 0 |
| 0 | 1 | 5 |

